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1 Summary
The cloudPOS remotely key injection mechanism support mutual authentication

between POS terminal and Key Injector.

2 Definitions
Host Key Injector Host
POS Root Key Private key of root asymmetric key pair, stored in HSM of POS

terminal.
POS Root Public Key Public key of root asymmetric key pair, stored in host.
Host Root Key Private key of host asymmetric key pair, stored in host.
Host Root Public Key Public key of root asymmetric key pair, stored in terminal.

3 Key Injection
3.1 Core Process

Basically, the key injecting process includes 4 steps:

POS Send AuthInfo: The application in POS gets the AuthInfo via the HSM API,

then sends it to host. AuthInfo contains:

PubKeyP: The public key of each POS. It is stored in a certificate file

signed by POS Root Key. So it can be verified by the POS Root Public

Key.

Rand: The 32 bytes random data generated by the HSM of POS. It’s

unique for each key injection transaction.

SN: The hardware serial number. It’s unique for each POS terminal.
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SignatureP: The signature of the data including SN and Rand. The

algorithm is SHA256withRSA.

Host Verify AuthInfo: Host verify the AuthInfo data, after the host receive

them. Host use the POS Root Public Key to verify the PubKeyP, then use

the PubKeyP to verify the SignatureP. So the Host will know if the

AuthInfo is come from a trusted POS terminal.

Host Send KeyInfo: The Host generate the KeyInfo data and send to POS

terminal. The KeyInfo data contains:

PubKeyH: The public key of the Host. It is stored in a certificate file

signed by Host Root Key and it can be already injected in the POS when

initializing POS terminal.

Rand: The 32 bytes random data which is received from POS terminal in

the AuthInfo data.

ENC(KeyData): The encrypted data of KeyInfo. It’s encrypted by PubKeyP

(the public key of the POS terminal). The algorithm is

RSA/ECB/PKCS1Padding.

SignatureH: The signature of the data including Rand and ENC(KeyData).

The algorithm is SHA256withRSA.

POS terminal Verify KeyInfo: The application in POS terminal will inject

the KeyInfo, after it get it from Host. The HSM model of the POS

terminal will verify the PubKeyH by the existing Host Root Public Key,

and verify the SignatureH by the PubKeyH. If success, the HSM get the

decryption data the KeyInfo by its own POS terminal PrivKey and store

the data.

3.2 Connection Protection
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The POS terminal and the Key Injector Host can connect each other in internet. So the
application in POS terminal can use SSL/HTTPS connection with Host.

3.3 POS terminal Initialization

The Host Root Public Key should be stored in the POS terminal as the trusted key at the
beginning. cloudPOS terminal is designed to use simple certificate file to protect and store the
trusted Host Root Public Key.

Figure 1.

Vendor Root PubKey: Verndor Root Public Key. The public key of the

vendor. It is been initialized in the ROM of the POS terminal. It is

used to verify the first POS Owner PubKey (the future POS Owner PubKey

are verified by the previous Owner PubKey).

Owner PubKey: Owner Public Key. The public key of the POS terminal

owner who buy the POS terminal. It controls what the public key of

which Key Injector Host can be loaded to POS terminal.

Host Root PubKey: Host Root Public Key. The public key stored in POS

terminal to authenticate the Key Injector Host.

PriKey/PubKey: The private/public key pair is unique of each POS

terminal. And the private key is only stored in one POS terminal.

POS terminal Root PubKey: POS Root Public Key. This public key is used

to authenticate the POS terminal PubKey. It can be used by Key Injector

Host.

The PriKey and PubKey of POS terminal are already initialized when terminal is in factory.



7

We as the POS vendor will help the POS terminal owner to initialize the Host Root Public
Key to POS terminal.

4 Generate Public Keys
There are many tools to generate the public keys, including OPENSSL, XCA... In this
document, we use XCA GUI tool to demonstrate how to generate the public keys.

4.1 Create an XCA DB

To create an XCA DB, follow these steps:
1. Launching the XCA.
2. Select File > New Database, input the db name, to create your owner public keys database.
Please keep it safely and privately.

4.2 Create Owner Key Pair

To create the Owner Key Pair, follow these steps:
1. In Private Keys tab, click New Key to create the key pair with 2048 bit size.
2. In New Key window, input the name, select 2048 bit, click Create.

Figure 2. New Key



8

Figure 3. Private Keys of Main window after key created

Then generate the CSR for Owner Key. This CSR file will be used to generate self-signed
certificate in XCA, and it will be submit to us. We will issue the new owner certificate
To Create the Owner CSR and send to us, follow these steps:
1. In Certificate signing requests tab, click New Request.
2. In Source tab, set signature algorithm as SHA 256.

Figure 4. Source of Create Certificate signing request
3. In Subject tab, set Subject’s distinguished name as your company information. Please set
the internal name, organizationName, countryName, organizationUnitName,
stateOrProvinceName, commonName, localityName, emailAddress to your real information.
Select the private key created just now.
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Figure 5. Subject of Create Certificate signing request
4. In Extension tab, set type as certificate authority (actually your certificate needn’t to be CA,
it’s just for XCA manage the certificate easily).

Figure 6. Extensions of Create Certificate signing request
5. In Key Usage tab, set the proper key usage flag for owner key according
TerminalCertificateGuide_en.pdf.
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Figure 7. Key usage of Create Certificate signing request

6. Click OK to create the owner CSR.

Figure 8. Certificate signing requests of Main window after create owner CSR
7. In Certificate signing requests tab, click Export.
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Figure 9. Certificate request export
8. Click OK to export the CSR. Then send it to support@wizarpos.com, and wait the reply.
To Import the certificate replied, follow these steps:
1. In Certificates tab, click Import.
2. Select the replied certificate to import.

Figure 10. Certificates of Main window after import certificate

4.3 Create Key Injector Host Key Pair

Assume the Key Injector Host Key Pair will be used in a Tomcat server, so we generate the
key in a JKS keystore.
To get and export the host certificate, follow these steps:
1. Use follow command to generate the key pair in myhost.jks file:
keytool -genkeypair -keystore myhost.jks -keyalg RSA -keysize 2048 -alias myHost -dname
"CN=MyHost,EMAILADDRESS=myname@abc.com" -validity 7300

In the command, bold part should be modified to real information. We only write CN and
EMAIL in -dname, you can write other option dname information. -validity is to set valid

mailto:support@wizarpos.com,
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days, default is 90 days.

2. Use follow command to generate the CSR of host key:
keytool -certreq -keystore myhost.jks -alias myHost > myHost.csr

In the command, key alias name, myHost, should same with the key alias in step 1.
3. In Certificate signing requests tab, click Import to import the myHost.csr to
RKIDemo.xdb created before.

Figure 11. Certificate signing requests of Main window after import host CSR

4. Sign the MyHost CSR by MyOwner. Set the proper valid time and the key usage flag
according key loader root cert in TerminalCertificateGuide_en.pdf, as follows:

Figure 12. Sign of Right click menu
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Figure 13. Source of Create X509 Certificate

Figure 14. Extensions of Create X509 Certificate
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Figure 15. Key usage of Create X509 Certificate
Click OK, the signing process has finished and the host certificate has been created.
5. Click Certificates tab, find MyHost certificate.

Figure 16. Certificates of Main window after host certificate created
6. Select MyHost certificate, click Export
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Figure 17. Certificate export
7. Click OK, then get the host certificate.

4.4 Prepare For POS terminal

Initialization

There are two ways to do certificates initialization:
1. Configure the new owner cert file and host key loader cert file from wizarview, after the

POS terminal restart and connect to network, it will get the new owner and host key
loader cert file.

2. Send the owner cert file and host key loader cert to us, we will create an initialize APK.
Run the APK to do initialization.

Normally, customer use wizarview to do the initialization.

5 Initialization
After initialize the POS terminal , it is ready to remotely key injection.

6 Demo System
Please prepare certificates for POS terminal and remote injector according
as chapter 4
The server application: RemoteKeyInjectServer (eclipse project)
The client application: InjectKeyDemo (android-studio project)

6.1 Functions

 POS terminal Agent(client) ask Host to inject the MK/SK or DUKPT keys to termnal.
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 POS terminal Agent(client) ask Host to get check data to check the key injecting.
 MK/SK or DUKPT initial key component could be updated in Host’s configure file,

6.2 Running RemoteKeyInjectServer

1. Import RemoteKeyInjectServer into eclipse
2. Find class com.cloudpos.rki.Starter.java
3. Edit keylist.txt file, and add your key information.Such as

## key type: 1 dukpt key 2 master key 3 transport key

##

## dukpt key

## 1.sn = key_index, usage, counter, ksn, initial key

##

## usage, 0:PIN Key, 1:MAC Key, 2:Data Key

##

## master key

## 2.sn = key_index, hex_master_key(length: 32 or 48)

##

## transport key

## 3.sn = key_index, hex_transport_key(length: 32 or 48)

##

1.WP15461Q00002422 = 2, 2, 0, FFFF9876543210E0,

6AC292FAA1315B4D858AB3A3D7D5933A

2.WP15461Q00002422 = 9, 38383838383838383838383838383838

4. Click the right mouse button --> Run As --> Java Application

6.3 Running InjectKeyDemo

1. Import InjectKeyDemo into Android-Studio
2. Edit SSLConnect.java file, and enter your own IP address as host value
// Change to your own host address
private String host = “121.199.23.212”;
// Change to your own host port
private int port = 11060;

3. Connect terminal to your computer
4. Runing the project and install it into terminal.
5. The terminal screenshot:
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Figure 18.
Click “REQUEST INJECT MASTER KEY” button will trigger following activities:
 Read AuthInfo from HSM
 Send AuthInfo to remote server
 Read master key from remote server
 Import key information into HSM
 Request cipher data information which is encrypted by key from remote server

Click “REQUEST INJECT TRANSPORT KEY” button will trigger following activities:
 Read AuthInfo from HSM
 Send AuthInfo to remote server
 Read transport key from remote server
 Import key information into HSM
 Request cipher data information which is encrypted by key from remote server

Click “REQUEST INJECT DUKPT KEY” button will trigger following activities:
 Read AuthInfo from HSM
 Send AuthInfo to remote server
 Read dukpt key from remote server
 Import key information into HSM

6.4 Secure Communication

In order to ensure the security of communication, the demo application uses two-way SSL
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links and TLSv1.2 protocol.
The server-side key store: ks-server.jks and ts-server.jks
The ks-server.jks path: RemoteKeyInjectServer/ks-server.jks
The ts-server.jks path: RemoteKeyInjectServer/ts-server.jks

The client-side key store: ks-client.bks and ts-client.bks
The ks-client.bks path: KeyInjectDemo/app/src/main/assets/ks-client.bks
The ts-client.bks path: KeyInjectDemo/app/src/main/assets/ts-client.bks

Notice:
When the application running in production, please replace key store files to ensure security.

6.4.1 Portecle Usage
Key store tool recommendation: Portecle
Download url: https://sourceforge.net/projects/portecle/
Running tool: java -jar portecle.jar
1. Crate server-side key store: ks-server.jks

This process create keystore that server project used.

Figure 19.

https://sourceforge.net/projects/portecle/


19

Figure 20.
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Figure 21.

Edit the certificate contents at above picture:
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Figure 22.

ks-server.jks has created.
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Figure 23.
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Figure 24.

2. Create ts-client.bks
This process export certificate from server keystore, put it to trust store of client app.
Right click ks-server, click export,
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Figure 25.
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Figure 26.
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Figure 27.
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Figure 28.
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Figure 29.
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Figure 30.
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Figure 31.
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Figure 32.



32

Figure 33.

3. Create client-side key store: ks-client.bks
This process create keystore that client app used.
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Figure 34.

Select BKS at this window, then click OK, the other process is like create ks-server.jks.
4. Create ts-server.jks

This process export the client certificate, put it to trust store of server project.
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Figure 35.

Select JKS at this window, the other process is like Create ts-client.bks.

6.5 Agent in POS terminal

(InjectKeyDemo)

6.5.1 Manifest and Permissions
The demo application needs following permissions:
<!-- Access inject key service permission -->
<uses-permission
android:name="android.permission.CLOUDPOS_REMOTE_KEY_INJECTION" />

6.5.2 Source Code Structure
The main class diagram
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MainActivity.java
It provides a demo UI which can operate by user.
Click “REQUEST INJECT MASTER KEY” will call doInjectMasterKey method.
Click “REQUEST INJECT TRANSPORT KEY” will call doInjectTransportKey method.
Click “REQUEST INJECT DUKPT KEY” will call doInjectDukptKey method.

SSLConnect.java
It provides a secure connection to remote inject server. If you want to running application and
connect to your own remote inject server, you must modify the host and port information in
SSLConnect.java. Such as:
// Change to your own host address
private String host = “121.199.23.212”;
// Change to your own host port
private int port = 11060;

The aidl interface, IKeyLoaderService provides an enter to operate PIN Pad. Example code:
interface IKeyLoaderService {

int importKeyInfo(in byte[] keyInfo);

byte[] getAuthInfo();

}

//bind aidl service
private boolean startInjectKeyService(Context context){

ComponentName comp = new ComponentName(

"com.wizarpos.security.injectkey",

"com.wizarpos.security.injectkey.service.MainService");
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boolean isSuccess = startConnectService(this,comp, this);

return isSuccess;

}

protected synchronized boolean startConnectService(Context context, ComponentName comp,

ServiceConnection connection) {

Intent intent = new Intent();

intent.setPackage(comp.getPackageName());

intent.setComponent(comp);

boolean isSuccess = context.bindService(intent, connection,

Context.BIND_AUTO_CREATE);

Logger.debug("(%s)bind service (%s, %s)", isSuccess, comp.getPackageName(),

comp.getClassName());

return isSuccess;

}

6.6 Host

Application(RemoteKeyInjectServer)

6.6.1 Main data structure

Figure 36.

MessagePack.java
It’s the enter class that communication with POS terminal.

AuthInfo.java
There is an same name AuthInfo file in host with Agent in POS terminal. It’s used to parse
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auth info from POS terminal. The class file full name: com.cloudpos.rki.pinpad.AuthInfo.
Example:
byte[] data = {};

AuthInfo authInfo = new AuthInfo(data);

CKeyInfo.java
Create cipher key info such as master key that will be injected into POS terminal can use
CKeyInfo. The class file full name: com.cloudpos.rki.pinpad.CKeyInfo
Example about master key:
CKeyInfo cKeyInfo = new CKeyInfo(authInfo);

byte[] data = cKeyInfo.setMasterKey(keyIndex, key).build();

Example about dukpt key:
CKeyInfo cKeyInfo = new CKeyInfo(authInfo);

byte[] data = cKeyInfo.setDukptKey(keyIndex, ksn, int counter, key).build();

6.6.2 Configuration file
Path: RemoteKeyInjectServer/config.properties
Content
# Inject server port

localPort=11060

# The ssl key store

keystore.path=ks-server.jks

keystore.pass=wizarpos

# The ssl trust key store

truststore.path=ts-server.jks

truststore.pass=wizarpos

# PINPad key store

pinpad.keystore=MyHostSelf.p12

pinpad.keystore.passwd=myhost

pinpad.key.alias=MyHostSelf

pinpad.key.passwd=myhost

# key length

key.len.q2=32

key.len.q1v2=32

key.len.k2=32
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7 POS terminal Key Injection API

Guide
7.1 Key Injection AIDL Java API

7.1.1 getAuthInfo
byte[] getAuthInfo()

This API let the application to get the authentication information

buffer from HSM module. The AuthInfo buffer format is described below.

Field
PubKeyP
Length

PubKeyP Random SN length SN Signature

Length
(byte)

4 4096 32 1 31 256

PubKeyP Length: 4 bytes little-endian. It’s the real length of the

contents in next PubKey field.

PubKeyP: Fixed 4096 bytes buffer to store the PubKey in simple

certificate in PEM format.

Random: Fixed 32 bytes random number.

SN Length: The real length of contents in next SN field.

SN: Fixed 31 bytes buffer to store the SN.

Signature: Fixed 256 bytes buffer to store the signature.

7.1.2 importKeyInfo
int importKeyInfo(in byte[] KeyInfo)

This API let the application to import the KeyInfo which is transferred

from Host.The KeyInfo buffer format is described below.

Field
PubKeyH
Length

PubKeyH Random Cipher
KeyInfo Signature

Length
(byte)

4 4096 32 256 256

PubKeyH Length: 4 bytes little-endian. It’s the real length of the

contents in next PubKey field.

PubKeyH: Fixed 4096 bytes buffer to store the Host public key in simple
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certificate in PEM format.

Random: Fixed 32 bytes random number.

Cipher KeyInfo: The fixed 256 bytes buffer. It store the cipher text of

the KeyInfo data, which is encrypted by POS terminal public key. The plain

text of the KeyInfo buffer has two format. The format depends on the first

byte(KeyType) of the KeyInfo:

KeyType=1. DUKPT schema:

Field KeyType KeyIndex Reserved KSN Counter Initial
Key

Length
(byte)

1 1 2 8 4 16

KeyType: 1 means DUKPT key.

KeyIndex: The index number of this DUKPT key. We support 3 suit of DUKPT.

KSN: The Initially Loaded Key Serial Number.

Counter: The initially counter.

Initial Key: The initially loaded PIN entry device key.

Reserved: Two bytes, byte[1] is for key usage, 0:PIN Key, 1:MAC Key, 2:Data Key,

byte[0] is reserved. From our demo server, we set 0xFF, that means, the

dukpt key has not designated use, so you can use it to calculate pinblock, or mac....

KeyType=2, 3. Master Key/Session schema:

Field KeyType KeyIndex Key
Length Reserved Key

Length
(byte)

1 1 1 1 24/32

KeyType: 2 means master key, 3 means transport key.

KeyIndex: The index of this master key. We support 10 suit of master

key/session key.

Key Length: The real length of the Key field. It can be 16 or 24.

Key: The fixed 24 or 32 bytes buffer to store master key or transport key. For

Q1-4G and Q2/K2, the length is 32, for Q1, the length is 24.

Reserved: Not used, please set 0.

Signature: Fixed 256 bytes buffer to store the signature of the Random

+ Cipher KeyInfo.

7.2 Permission

To access the key injector API, the application should declare the

proper permission in its AndroidManifest file.

<!-- Access inject key service permission -->
<uses-permission android:name="android.permission.CLOUDPOS_REMOTE_KEY_INJECTION"/>
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